# 6、数字求和&整数处理

**程序员面试题精选**(08)－求1+2+...+n

题目：求1+2+…+n，要求不能使用乘除法、for、while、if、else、switch、case等关键字以及条件判断语句（A?B:C）。

分析：这道题没有多少实际意义，因为在软件开发中不会有这么变态的限制。但这道题却能有效地考查发散思维能力，而发散思维能力能反映出对编程相关技术理解的深刻程度。

通常求1+2+…+n除了用公式n(n+1)/2之外，无外乎循环和递归两种思路。由于已经明确限制for和while的使用，循环已经不能再用了。同样，递归函数也需要用if语句或者条件判断语句来判断是继续递归下去还是终止递归，但现在题目已经不允许使用这两种语句了。

我们仍然围绕循环做文章。循环只是让相同的代码执行n遍而已，我们完全可以不用for和while达到这个效果。比如定义一个类，我们new一含有n个这种类型元素的数组，那么该类的构造函数将确定会被调用n次。我们可以将需要执行的代码放到构造函数里。如下代码正是基于这个思路：

class Temp

{

public:

Temp() { ++ N; Sum += N; }

static void Reset() { N = 0; Sum = 0; }

static int GetSum() { return Sum; }

private:

static int N;

static int Sum;

};

int Temp::N = 0;

int Temp::Sum = 0;

int solution1\_Sum(int n)

{

Temp::Reset();

Temp \*a = new Temp[n];

delete []a;

a = 0;

return Temp::GetSum();

}

我们同样也可以围绕递归做文章。既然不能判断是不是应该终止递归，我们不妨定义两个函数。一个函数充当递归函数的角色，另一个函数处理终止递归的情况，我们需要做的就是在两个函数里二选一。从二选一我们很自然的想到布尔变量，比如ture（1）的时候调用第一个函数，false（0）的时候调用第二个函数。那现在的问题是如和把数值变量n转换成布尔值。如果对n连续做两次反运算，即!!n，那么非零的n转换为true，0转换为false。有了上述分析，我们再来看下面的代码：

class A;

A\* Array[2];

class A

{

public:

virtual int Sum (int n) { return 0; }

};

class B: public A

{

public:

virtual int Sum (int n) { return Array[!!n]->Sum(n-1)+n; }

};

int solution2\_Sum(int n)

{

A a;

B b;

Array[0] = &a;

Array[1] = &b;

int value = Array[1]->Sum(n);

return value;

}

这种方法是用虚函数来实现函数的选择。当n不为零时，执行函数B::Sum；当n为0时，执行A::Sum。我们也可以直接用函数指针数组，这样可能还更直接一些：

typedef int (\*fun)(int);

int solution3\_f1(int i)

{

return 0;

}

int solution3\_f2(int i)

{

fun f[2]={solution3\_f1, solution3\_f2};

return i+f[!!i](i-1);

}

另外我们还可以让编译器帮我们来完成类似于递归的运算，比如如下代码：

template <int n> struct solution4\_Sum

{

enum Value { N = solution4\_Sum<n - 1>::N + n};

};

template <> struct solution4\_Sum<1>

{

enum Value { N = 1};

};

solution4\_Sum<100>::N就是1+2+...+100的结果。当编译器看到solution4\_Sum<100>时，就是为模板类solution4\_Sum以参数100生成该类型的代码。但以100为参数的类型需要得到以99为参数的类型，因为solution4\_Sum<100>::N=solution4\_Sum<99>::N+100。这个过程会递归一直到参数为1的类型，由于该类型已经显式定义，编译器无需生成，递归编译到此结束。由于这个过程是在编译过程中完成的，因此要求输入n必须是在编译期间就能确定，不能动态输入。这是该方法最大的缺点。而且编译器对递归编译代码的递归深度是有限制的，也就是要求n不能太大。

大家还有更多、更巧妙的思路吗？欢迎讨论^\_^

**程序员面试题精选**(14)－圆圈中最后剩下的数字

题目：n个数字（0,1,…,n-1）形成一个圆圈，从数字0开始，每次从这个圆圈中删除第m个数字（第一个为当前数字本身，第二个为当前数字的下一个数字）。当一个数字删除后，从被删除数字的下一个继续删除第m个数字。求出在这个圆圈中剩下的最后一个数字。

分析：既然题目有一个数字圆圈，很自然的想法是我们用一个数据结构来模拟这个圆圈。在常用的数据结构中，我们很容易想到用环形列表。我们可以创建一个总共有m个数字的环形列表，然后每次从这个列表中删除第m个元素。

在参考代码中，我们用STL中std::list来模拟这个环形列表。由于list并不是一个环形的结构，因此每次跌代器扫描到列表末尾的时候，要记得把跌代器移到列表的头部。这样就是按照一个圆圈的顺序来遍历这个列表了。

这种思路需要一个有n个结点的环形列表来模拟这个删除的过程，因此内存开销为O(n)。而且这种方法每删除一个数字需要m步运算，总共有n个数字，因此总的时间复杂度是O(mn)。当m和n都很大的时候，这种方法是很慢的。

接下来我们试着从数学上分析出一些规律。首先定义最初的n个数字（0,1,…,n-1）中最后剩下的数字是关于n和m的方程为f(n,m)。

在这n个数字中，第一个被删除的数字是m%n-1，为简单起见记为k。那么删除k之后的剩下n-1的数字为0,1,…,k-1,k+1,…,n-1，并且下一个开始计数的数字是k+1。相当于在剩下的序列中，k+1排到最前面，从而形成序列k+1,…,n-1,0,…k-1。该序列最后剩下的数字也应该是关于n和m的函数。由于这个序列的规律和前面最初的序列不一样（最初的序列是从0开始的连续序列），因此该函数不同于前面函数，记为f’(n-1,m)。最初序列最后剩下的数字f(n,m)一定是剩下序列的最后剩下数字f’(n-1,m)，所以f(n,m)=f’(n-1,m)。

接下来我们把剩下的的这n-1个数字的序列k+1,…,n-1,0,…k-1作一个映射，映射的结果是形成一个从0到n-2的序列：

k+1 -> 0

k+2 -> 1

…

n-1 -> n-k-2

0 -> n-k-1

…

k-1 -> n-2

把映射定义为p，则p(x)= (x-k-1)%n，即如果映射前的数字是x，则映射后的数字是(x-k-1)%n。对应的逆映射是p-1(x)=(x+k+1)%n。

由于映射之后的序列和最初的序列有同样的形式，都是从0开始的连续序列，因此仍然可以用函数f来表示，记为f(n-1,m)。根据我们的映射规则，映射之前的序列最后剩下的数字f’(n-1,m)= p-1 [f(n-1,m)]=[f(n-1,m)+k+1]%n。把k=m%n-1代入得到f(n,m)=f’(n-1,m)=[f(n-1,m)+m]%n。

经过上面复杂的分析，我们终于找到一个递归的公式。要得到n个数字的序列的最后剩下的数字，只需要得到n-1个数字的序列的最后剩下的数字，并可以依此类推。当n=1时，也就是序列中开始只有一个数字0，那么很显然最后剩下的数字就是0。我们把这种关系表示为：

0 n=1

f(n,m)={

[f(n-1,m)+m]%n n>1

尽管得到这个公式的分析过程非常复杂，但它用递归或者循环都很容易实现。最重要的是，这是一种时间复杂度为O(n)，空间复杂度为O(1)的方法，因此无论在时间上还是空间上都优于前面的思路。

思路一的参考代码：

///////////////////////////////////////////////////////////////////////

// n integers (0, 1, ... n - 1) form a circle. Remove the mth from

// the circle at every time. Find the last number remaining

// Input: n - the number of integers in the circle initially

// m - remove the mth number at every time

// Output: the last number remaining when the input is valid,

// otherwise -1

///////////////////////////////////////////////////////////////////////

int LastRemaining\_Solution1(unsigned int n, unsigned int m)

{

// invalid input

if(n < 1 || m < 1)

return -1;

unsigned int i = 0;

// initiate a list with n integers (0, 1, ... n - 1)

list<int> integers;

for(i = 0; i < n; ++ i)

integers.push\_back(i);

list<int>::iterator curinteger = integers.begin();

while(integers.size() > 1)

{

// find the mth integer. Note that std::list is not a circle

// so we should handle it manually

for(int i = 1; i < m; ++ i)

{

curinteger ++;

if(curinteger == integers.end())

curinteger = integers.begin();

}

// remove the mth integer. Note that std::list is not a circle

// so we should handle it manually

list<int>::iterator nextinteger = ++ curinteger;

if(nextinteger == integers.end())

nextinteger = integers.begin();

-- curinteger;

integers.erase(curinteger);

curinteger = nextinteger;

}

return \*(curinteger);

}

思路二的参考代码：

///////////////////////////////////////////////////////////////////////

// n integers (0, 1, ... n - 1) form a circle. Remove the mth from

// the circle at every time. Find the last number remaining

// Input: n - the number of integers in the circle initially

// m - remove the mth number at every time

// Output: the last number remaining when the input is valid,

// otherwise -1

///////////////////////////////////////////////////////////////////////

int LastRemaining\_Solution2(int n, unsigned int m)

{

// invalid input

if(n <= 0 || m < 0)

return -1;

// if there are only one integer in the circle initially,

// of course the last remaining one is 0

int lastinteger = 0;

// find the last remaining one in the circle with n integers

for (int i = 2; i <= n; i ++)

lastinteger = (lastinteger + m) % i;

return lastinteger;

}

如果对两种思路的时间复杂度感兴趣的读者可以把n和m的值设的稍微大一点，比如十万这个数量级的数字，运行的时候就能明显感觉出这两种思路写出来的代码时间效率大不一样。

**程序员面试题精选**(16)－O(logn)求Fibonacci数列

题目：定义Fibonacci数列如下： / 0 n=0

f(n)= 1 n=1

\ f(n-1)+f(n-2) n=2

输入n，用最快的方法求该数列的第n项。

分析：在很多C语言教科书中讲到递归函数的时候，都会用Fibonacci作为例子。因此很多程序员对这道题的递归解法非常熟悉，看到题目就能写出如下的递归求解的代码。

///////////////////////////////////////////////////////////////////////

// Calculate the nth item of Fibonacci Series recursively

///////////////////////////////////////////////////////////////////////

long long Fibonacci\_Solution1(unsigned int n)

{

int result[2] = {0, 1};

if(n < 2)

return result[n];

return Fibonacci\_Solution1(n - 1) + Fibonacci\_Solution1(n - 2);

}

但是，教科书上反复用这个题目来讲解递归函数，并不能说明递归解法最适合这道题目。我们以求解f(10)作为例子来分析递归求解的过程。要求得f(10)，需要求得f(9)和f(8)。同样，要求得f(9)，要先求得f(8)和f(7)……我们用树形结构来表示这种依赖关系

f(10)

/ \

f(9) f(8)

/ \ / \

f(8) f(7) f(6) f(5)

/ \ / \

f(7) f(6) f(6) f(5)

我们不难发现在这棵树中有很多结点会重复的，而且重复的结点数会随着n的增大而急剧增加。这意味这计算量会随着n的增大而急剧增大。事实上，用递归方法计算的时间复杂度是以n的指数的方式递增的。大家可以求Fibonacci的第100项试试，感受一下这样递归会慢到什么程度。在我的机器上，连续运行了一个多小时也没有出来结果。

其实改进的方法并不复杂。上述方法之所以慢是因为重复的计算太多，只要避免重复计算就行了。比如我们可以把已经得到的数列中间项保存起来，如果下次需要计算的时候我们先查找一下，如果前面已经计算过了就不用再次计算了。

更简单的办法是从下往上计算，首先根据f(0)和f(1)算出f(2)，在根据f(1)和f(2)算出f(3)……依此类推就可以算出第n项了。很容易理解，这种思路的时间复杂度是O(n)。

///////////////////////////////////////////////////////////////////////

// Calculate the nth item of Fibonacci Series iteratively

///////////////////////////////////////////////////////////////////////

long long Fibonacci\_Solution2(unsigned n)

{

int result[2] = {0, 1};

if(n < 2)

return result[n];

long long fibNMinusOne = 1;

long long fibNMinusTwo = 0;

long long fibN = 0;

for(unsigned int i = 2; i <= n; ++ i)

{

fibN = fibNMinusOne + fibNMinusTwo;

fibNMinusTwo = fibNMinusOne;

fibNMinusOne = fibN;

}

return fibN;

}

这还不是最快的方法。下面介绍一种时间复杂度是O(logn)的方法。在介绍这种方法之前，先介绍一个数学公式：

{f(n), f(n-1), f(n-1), f(n-2)} ={1, 1, 1,0}n-1

(注：{f(n+1), f(n), f(n), f(n-1)}表示一个矩阵。在矩阵中第一行第一列是f(n+1)，第一行第二列是f(n)，第二行第一列是f(n)，第二行第二列是f(n-1)。)

有了这个公式，要求得f(n)，我们只需要求得矩阵{1, 1, 1,0}的n-1次方，因为矩阵{1, 1, 1,0}的n-1次方的结果的第一行第一列就是f(n)。这个数学公式用数学归纳法不难证明。感兴趣的朋友不妨自己证明一下。

现在的问题转换为求矩阵{1, 1, 1, 0}的乘方。如果简单第从0开始循环，n次方将需要n次运算，并不比前面的方法要快。但我们可以考虑乘方的如下性质：

/ an/2\*an/2 n为偶数时

an=

\ a(n-1)/2\*a(n-1)/2 n为奇数时

要求得n次方，我们先求得n/2次方，再把n/2的结果平方一下。如果把求n次方的问题看成一个大问题，把求n/2看成一个较小的问题。这种把大问题分解成一个或多个小问题的思路我们称之为分治法。这样求n次方就只需要logn次运算了。

实现这种方式时，首先需要定义一个2×2的矩阵，并且定义好矩阵的乘法以及乘方运算。当这些运算定义好了之后，剩下的事情就变得非常简单。完整的实现代码如下所示。

#include <cassert>

///////////////////////////////////////////////////////////////////////

// A 2 by 2 matrix

///////////////////////////////////////////////////////////////////////

struct Matrix2By2

{

Matrix2By2

(

long long m00 = 0,

long long m01 = 0,

long long m10 = 0,

long long m11 = 0

)

:m\_00(m00), m\_01(m01), m\_10(m10), m\_11(m11)

{

}

long long m\_00;

long long m\_01;

long long m\_10;

long long m\_11;

};

///////////////////////////////////////////////////////////////////////

// Multiply two matrices

// Input: matrix1 - the first matrix

// matrix2 - the second matrix

//Output: the production of two matrices

///////////////////////////////////////////////////////////////////////

Matrix2By2 MatrixMultiply

(

const Matrix2By2& matrix1,

const Matrix2By2& matrix2

)

{

return Matrix2By2(

matrix1.m\_00 \* matrix2.m\_00 + matrix1.m\_01 \* matrix2.m\_10,

matrix1.m\_00 \* matrix2.m\_01 + matrix1.m\_01 \* matrix2.m\_11,

matrix1.m\_10 \* matrix2.m\_00 + matrix1.m\_11 \* matrix2.m\_10,

matrix1.m\_10 \* matrix2.m\_01 + matrix1.m\_11 \* matrix2.m\_11);

}

///////////////////////////////////////////////////////////////////////

// The nth power of matrix

// 1 1

// 1 0

///////////////////////////////////////////////////////////////////////

Matrix2By2 MatrixPower(unsigned int n)

{

assert(n > 0);

Matrix2By2 matrix;

if(n == 1)

{

matrix = Matrix2By2(1, 1, 1, 0);

}

else if(n % 2 == 0)

{

matrix = MatrixPower(n / 2);

matrix = MatrixMultiply(matrix, matrix);

}

else if(n % 2 == 1)

{

matrix = MatrixPower((n - 1) / 2);

matrix = MatrixMultiply(matrix, matrix);

matrix = MatrixMultiply(matrix, Matrix2By2(1, 1, 1, 0));

}

return matrix;

}

///////////////////////////////////////////////////////////////////////

// Calculate the nth item of Fibonacci Series using devide and conquer

///////////////////////////////////////////////////////////////////////

long long Fibonacci\_Solution3(unsigned int n)

{

int result[2] = {0, 1};

if(n < 2)

return result[n];

Matrix2By2 PowerNMinus2 = MatrixPower(n - 1);

return PowerNMinus2.m\_00;

}

**程序员面试题精选**(22)－整数的二进制表示中1的个数

题目：输入一个整数，求该整数的二进制表达中有多少个1。例如输入10，由于其二进制表示为1010，有两个1，因此输出2。

分析：这是一道很基本的考查位运算的面试题。包括微软在内的很多公司都曾采用过这道题。

一个很基本的想法是，我们先判断整数的最右边一位是不是1。接着把整数右移一位，原来处于右边第二位的数字现在被移到第一位了，再判断是不是1。这样每次移动一位，直到这个整数变成0为止。现在的问题变成怎样判断一个整数的最右边一位是不是1了。很简单，如果它和整数1作与运算。由于1除了最右边一位以外，其他所有位都为0。因此如果与运算的结果为1，表示整数的最右边一位是1，否则是0。

得到的代码如下：

///////////////////////////////////////////////////////////////////////

// Get how many 1s in an integer's binary expression

///////////////////////////////////////////////////////////////////////

int NumberOf1\_Solution1(int i)

{

int count = 0;

while(i)

{

if(i & 1)

count ++;

i = i >> 1;

}

return count;

}

可能有读者会问，整数右移一位在数学上是和除以2是等价的。那可不可以把上面的代码中的右移运算符换成除以2呢？答案是最好不要换成除法。因为除法的效率比移位运算要低的多，在实际编程中如果可以应尽可能地用移位运算符代替乘除法。

这个思路当输入i是正数时没有问题，但当输入的i是一个负数时，不但不能得到正确的1的个数，还将导致死循环。以负数0x80000000为例，右移一位的时候，并不是简单地把最高位的1移到第二位变成0x40000000，而是0xC0000000。这是因为移位前是个负数，仍然要保证移位后是个负数，因此移位后的最高位会设为1。如果一直做右移运算，最终这个数字就会变成0xFFFFFFFF而陷入死循环。

为了避免死循环，我们可以不右移输入的数字i。首先i和1做与运算，判断i的最低位是不是为1。接着把1左移一位得到2，再和i做与运算，就能判断i的次高位是不是1……这样反复左移，每次都能判断i的其中一位是不是1。基于此，我们得到如下代码：

///////////////////////////////////////////////////////////////////////

// Get how many 1s in an integer's binary expression

///////////////////////////////////////////////////////////////////////

int NumberOf1\_Solution2(int i)

{

int count = 0;

unsigned int flag = 1;

while(flag)

{

if(i & flag)

count ++;

flag = flag << 1;

}

return count;

}

另外一种思路是如果一个整数不为0，那么这个整数至少有一位是1。如果我们把这个整数减去1，那么原来处在整数最右边的1就会变成0，原来在1后面的所有的0都会变成1。其余的所有位将不受到影响。举个例子：一个二进制数1100，从右边数起的第三位是处于最右边的一个1。减去1后，第三位变成0，它后面的两位0变成1，而前面的1保持不变，因此得到结果是1011。

我们发现减1的结果是把从最右边一个1开始的所有位都取反了。这个时候如果我们再把原来的整数和减去1之后的结果做与运算，从原来整数最右边一个1那一位开始所有位都会变成0。如1100&1011=1000。也就是说，把一个整数减去1，再和原整数做与运算，会把该整数最右边一个1变成0。那么一个整数的二进制有多少个1，就可以进行多少次这样的操作。

这种思路对应的代码如下：

///////////////////////////////////////////////////////////////////////

// Get how many 1s in an integer's binary expression

///////////////////////////////////////////////////////////////////////

int NumberOf1\_Solution3(int i)

{

int count = 0;

while (i)

{

++ count;

i = (i - 1) & i;

}

return count;

}

扩展：如何用一个语句判断一个整数是不是二的整数次幂？

**程序员面试题精选**(23)－跳台阶问题

题目：一个台阶总共有n级，如果一次可以跳1级，也可以跳2级。求总共有多少总跳法，并分析算法的时间复杂度。

分析：这道题最近经常出现，包括MicroStrategy等比较重视算法的公司都曾先后选用过个这道题作为面试题或者笔试题。

首先我们考虑最简单的情况。如果只有1级台阶，那显然只有一种跳法。如果有2级台阶，那就有两种跳的方法了：一种是分两次跳，每次跳1级；另外一种就是一次跳2级。

现在我们再来讨论一般情况。我们把n级台阶时的跳法看成是n的函数，记为f(n)。当n>2时，第一次跳的时候就有两种不同的选择：一是第一次只跳1级，此时跳法数目等于后面剩下的n-1级台阶的跳法数目，即为f(n-1)；另外一种选择是第一次跳2级，此时跳法数目等于后面剩下的n-2级台阶的跳法数目，即为f(n-2)。因此n级台阶时的不同跳法的总数f(n)=f(n-1)+(f-2)。

我们把上面的分析用一个公式总结如下：

/ 1 n=1

f(n)= 2 n=2

\ f(n-1)+(f-2) n>2

分析到这里，相信很多人都能看出这就是我们熟悉的Fibonacci序列。至于怎么求这个序列的第n项，请参考本面试题系列

题目：输入两个整数序列。其中一个序列表示栈的push顺序，判断另一个序列有没有可能是对应的pop顺序。为了简单起见，我们假设push序列的任意两个整数都是不相等的。

比如输入的push序列是1、2、3、4、5，那么4、5、3、2、1就有可能是一个pop系列。因为可以有如下的push和pop序列：push 1，push 2，push 3，push 4，pop，push 5，pop，pop，pop，pop，这样得到的pop序列就是4、5、3、2、1。但序列4、3、5、1、2就不可能是push序列1、2、3、4、5的pop序列。

分析：这到题除了考查对栈这一基本数据结构的理解，还能考查我们的分析能力。

这道题的一个很直观的想法就是建立一个辅助栈，每次push的时候就把一个整数push进入这个辅助栈，同样需要pop的时候就把该栈的栈顶整数pop出来。

我们以前面的序列4、5、3、2、1为例。第一个希望被pop出来的数字是4，因此4需要先push到栈里面。由于push的顺序已经由push序列确定了，也就是在把4 push进栈之前，数字1，2，3都需要push到栈里面。此时栈里的包含4个数字，分别是1，2，3，4，其中4位于栈顶。把4 pop出栈后，剩下三个数字1，2，3。接下来希望被pop的是5，由于仍然不是栈顶数字，我们接着在push序列中4以后的数字中寻找。找到数字5后再一次push进栈，这个时候5就是位于栈顶，可以被pop出来。接下来希望被pop的三个数字是3，2，1。每次操作前都位于栈顶，直接pop即可。

再来看序列4、3、5、1、2。pop数字4的情况和前面一样。把4 pop出来之后，3位于栈顶，直接pop。接下来希望pop的数字是5，由于5不是栈顶数字，我们到push序列中没有被push进栈的数字中去搜索该数字，幸运的时候能够找到5，于是把5 push进入栈。此时pop 5之后，栈内包含两个数字1、2，其中2位于栈顶。这个时候希望pop的数字是1，由于不是栈顶数字，我们需要到push序列中还没有被push进栈的数字中去搜索该数字。但此时push序列中所有数字都已被push进入栈，因此该序列不可能是一个pop序列。

也就是说，如果我们希望pop的数字正好是栈顶数字，直接pop出栈即可；如果希望pop的数字目前不在栈顶，我们就到push序列中还没有被push到栈里的数字中去搜索这个数字，并把在它之前的所有数字都push进栈。如果所有的数字都被push进栈仍然没有找到这个数字，表明该序列不可能是一个pop序列。

基于前面的分析，我们可以写出如下的参考代码：

#include <stack>

/////////////////////////////////////////////////////////////////////////////

// Given a push order of a stack, determine whether an array is possible to

// be its corresponding pop order

// Input: pPush - an array of integers, the push order

// pPop - an array of integers, the pop order

// nLength - the length of pPush and pPop

// Output: If pPop is possible to be the pop order of pPush, return true.

// Otherwise return false

/////////////////////////////////////////////////////////////////////////////

bool IsPossiblePopOrder(const int\* pPush, const int\* pPop, int nLength)

{

bool bPossible = false;

if(pPush && pPop && nLength > 0)

{

const int \*pNextPush = pPush;

const int \*pNextPop = pPop;

// ancillary stack

std::stack<int>stackData;

// check every integers in pPop

while(pNextPop - pPop < nLength)

{

// while the top of the ancillary stack is not the integer

// to be poped, try to push some integers into the stack

while(stackData.empty() || stackData.top() != \*pNextPop)

{

// pNextPush == NULL means all integers have been

// pushed into the stack, can't push any longer

if(!pNextPush)

break;

stackData.push(\*pNextPush);

// if there are integers left in pPush, move

// pNextPush forward, otherwise set it to be NULL

if(pNextPush - pPush < nLength - 1)

pNextPush ++;

else

pNextPush = NULL;

}

// After pushing, the top of stack is still not same as

// pPextPop, pPextPop is not in a pop sequence

// corresponding to pPush

if(stackData.top() != \*pNextPop)

break;

// Check the next integer in pPop

stackData.pop();

pNextPop ++;

}

// if all integers in pPop have been check successfully,

// pPop is a pop sequence corresponding to pPush

if(stackData.empty() && pNextPop - pPop == nLength)

bPossible = true;

}

return bPossible;

}

? 依次检查pop序列，当前栈顶不对就压栈，直到满足为止。如果push序列空了，就返回false

不知道我写的对不对。。。。

int good\_order(int push[], int pop[], int size)

{

int \*tmp = (int \*)malloc(size \* sizeof(int));

int top = 0, cur\_push = 0, cur\_pop = 0;

tmp[top] = push[cur\_push++];

for(; cur\_pop < size; cur\_pop++) {

while(cur\_push < size && tmp[top] != pop[cur\_pop])

tmp[++top] = push[cur\_push++];

if(tmp[top] == pop[cur\_pop])

top--;

else{

free(tmp);

tmp = NULL;

return 0;

}

}

free(tmp);

return 1;

}

**程序员面试题精选**100题(25)-在从1到n的正数中1出现的次数

题目：输入一个整数n，求从1到n这n个整数的十进制表示中1出现的次数。

例如输入12，从1到12这些整数中包含1 的数字有1，10，11和12，1一共出现了5次。

分析：这是一道广为流传的google面试题。用最直观的方法求解并不是很难，但遗憾的是效率不是很高；而要得出一个效率较高的算法，需要比较强的分析能力，并不是件很容易的事情。当然，google的面试题中简单的也没有几道。

首先我们来看最直观的方法，分别求得1到n中每个整数中1出现的次数。而求一个整数的十进制表示中1出现的次数，就和本面试题系列的第22题很相像了。我们每次判断整数的个位数字是不是1。如果这个数字大于10，除以10之后再判断个位数字是不是1。基于这个思路，不难写出如下的代码：

int NumberOf1(unsigned int n);

/////////////////////////////////////////////////////////////////////////////

// Find the number of 1 in the integers between 1 and n

// Input: n - an integer

// Output: the number of 1 in the integers between 1 and n

/////////////////////////////////////////////////////////////////////////////

int NumberOf1BeforeBetween1AndN\_Solution1(unsigned int n)

{

int number = 0;

// Find the number of 1 in each integer between 1 and n

for(unsigned int i = 1; i <= n; ++ i)

number += NumberOf1(i);

return number;

}

/////////////////////////////////////////////////////////////////////////////

// Find the number of 1 in an integer with radix 10

// Input: n - an integer

// Output: the number of 1 in n with radix

/////////////////////////////////////////////////////////////////////////////

int NumberOf1(unsigned int n)

{

int number = 0;

while(n)

{

if(n % 10 == 1)

number ++;

n = n / 10;

}

return number;

}

这个思路有一个非常明显的缺点就是每个数字都要计算1在该数字中出现的次数，因此时间复杂度是O(n)。当输入的n非常大的时候，需要大量的计算，运算效率很低。我们试着找出一些规律，来避免不必要的计算。

我们用一个稍微大一点的数字21345作为例子来分析。我们把从1到21345的所有数字分成两段，即1-1235和1346-21345。

先来看1346-21345中1出现的次数。1的出现分为两种情况：一种情况是1出现在最高位（万位）。从1到21345的数字中，1出现在10000-19999这10000个数字的万位中，一共出现了10000（104）次；另外一种情况是1出现在除了最高位之外的其他位中。例子中1346-21345，这20000个数字中后面四位中1出现的次数是2000次（2\*103，其中2的第一位的数值，103是因为数字的后四位数字其中一位为1，其余的三位数字可以在0到9这10个数字任意选择，由排列组合可以得出总次数是2\*103）。

至于从1到1345的所有数字中1出现的次数，我们就可以用递归地求得了。这也是我们为什么要把1-21345分为1-1235和1346-21345两段的原因。因为把21345的最高位去掉就得到1345，便于我们采用递归的思路。

分析到这里还有一种特殊情况需要注意：前面我们举例子是最高位是一个比1大的数字，此时最高位1出现的次数104（对五位数而言）。但如果最高位是1呢？比如输入12345，从10000到12345这些数字中，1在万位出现的次数就不是104次，而是2346次了，也就是除去最高位数字之后剩下的数字再加上1。

基于前面的分析，我们可以写出以下的代码。在参考代码中，为了编程方便，我把数字转换成字符串了。

#include "string.h"

#include "stdlib.h"

int NumberOf1(const char\* strN);

int PowerBase10(unsigned int n);

/////////////////////////////////////////////////////////////////////////////

// Find the number of 1 in an integer with radix 10

// Input: n - an integer

// Output: the number of 1 in n with radix

/////////////////////////////////////////////////////////////////////////////

int NumberOf1BeforeBetween1AndN\_Solution2(int n)

{

if(n <= 0)

return 0;

// convert the integer into a string

char strN[50];

sprintf(strN, "%d", n);

return NumberOf1(strN);

}

/////////////////////////////////////////////////////////////////////////////

// Find the number of 1 in an integer with radix 10

// Input: strN - a string, which represents an integer

// Output: the number of 1 in n with radix

/////////////////////////////////////////////////////////////////////////////

int NumberOf1(const char\* strN)

{

if(!strN || \*strN < '0' || \*strN > '9' || \*strN == '\0')

return 0;

int firstDigit = \*strN - '0';

unsigned int length = static\_cast<unsigned int>(strlen(strN));

// the integer contains only one digit

if(length == 1 && firstDigit == 0)

return 0;

if(length == 1 && firstDigit > 0)

return 1;

// suppose the integer is 21345

// numFirstDigit is the number of 1 of 10000-19999 due to the first digit

int numFirstDigit = 0;

// numOtherDigits is the number of 1 01346-21345 due to all digits

// except the first one

int numOtherDigits = firstDigit \* (length - 1) \* PowerBase10(length - 2);

// numRecursive is the number of 1 of integer 1345

int numRecursive = NumberOf1(strN + 1);

// if the first digit is greater than 1, suppose in integer 21345

// number of 1 due to the first digit is 10^4. It's 10000-19999

if(firstDigit > 1)

numFirstDigit = PowerBase10(length - 1);

// if the first digit equals to 1, suppose in integer 12345

// number of 1 due to the first digit is 2346. It's 10000-12345

else if(firstDigit == 1)

numFirstDigit = atoi(strN + 1) + 1;

return numFirstDigit + numOtherDigits + numRecursive;

}

/////////////////////////////////////////////////////////////////////////////

// Calculate 10^n

/////////////////////////////////////////////////////////////////////////////

int PowerBase10(unsigned int n)

{

int result = 1;

for(unsigned int i = 0; i < n; ++ i)

result \*= 10;

return result;

}

**程序员面试题精选**100题(26)-和为n连续正数序列

题目：输入一个正数n，输出所有和为n连续正数序列。

例如输入15，由于1+2+3+4+5=4+5+6=7+8=15，所以输出3个连续序列1-5、4-6和7-8。

分析：这是网易的一道面试题。

这道题和本面试题系列的第10题有些类似。我们用两个数small和big分别表示序列的最小值和最大值。首先把small初始化为1，big初始化为2。如果从small到big的序列的和大于n的话，我们向右移动small，相当于从序列中去掉较小的数字。如果从small到big的序列的和小于n的话，我们向右移动big，相当于向序列中添加big的下一个数字。一直到small等于(1+n)/2，因为序列至少要有两个数字。

基于这个思路，我们可以写出如下代码：

void PrintContinuousSequence(int small, int big);

/////////////////////////////////////////////////////////////////////////

// Find continuous sequence, whose sum is n

/////////////////////////////////////////////////////////////////////////

void FindContinuousSequence(int n)

{

if(n < 3)

return;

int small = 1;

int big = 2;

int middle = (1 + n) / 2;

int sum = small + big;

while(small < middle)

{

// we are lucky and find the sequence

if(sum == n)

PrintContinuousSequence(small, big);

// if the current sum is greater than n,

// move small forward

while(sum > n)

{

sum -= small;

small ++;

// we are lucky and find the sequence

if(sum == n)

PrintContinuousSequence(small, big);

}

// move big forward

big ++;

sum += big;

}

}

/////////////////////////////////////////////////////////////////////////

// Print continuous sequence between small and big

/////////////////////////////////////////////////////////////////////////

void PrintContinuousSequence(int small, int big)

{

for(int i = small; i <= big; ++ i)

printf("%d ", i);

printf("\n");

}

**程序员面试题精选**（38）：2008百度校园招聘的一道笔试题

题目大意如下：

一排N（最大１Ｍ）个正整数+1递增，乱序排列，第一个不是最小的，把它换成-1，最小数为ａ且未知求第一个被

-1替换掉的数原来的值，并分析算法复杂度。

解题思路：

一般稍微有点算法知识的人想想就会很容易给出以下解法：

设　Sn = a + (a+1) + (a+2) + .........+ (a+n-1) = na +n(n-1)/2

扫一次数组即可找到最小值ａ，时间复杂度O(n)

设　S = 修改第一项后所有数组项之和,　　求和复杂度为O(n)

则被替换掉的第一项为　　a1=Sn-S-１

总的时间复杂度为　Ｏ(1)+O(n)+O(n) = O(n)

根据该算法写出程序很简单，就不写了

主要是解题过程中没有太考虑题目中给的１Ｍ这个数字，一面的时候被问到求和溢出怎么办？

当时我一想，如果要考虑溢出，必然是要处理大数问题，以前没有看到大数就头疼……所以立马想了个绕过大数加法的方法，如下：

设定另外一个数组b[N]

用　a, a+1,a+2....a+n-1依次分别减去原数组，得到的差放在该数组里，此求差过程复杂度为O(n)

对该数组各项求和即可得到Sn-S

面试官让证明一下我的设想，当时还没有给我纸和笔，用手在桌子上比划了一下没想出来，回来躺在床上想了一会就想出来了，也没什么难度：

相减求和后的数组，最差情况下应该是连续n/2个负数或者正数相加，如果不溢出，后面正负混合相加的话肯定不会溢出；这种情况下的最差特殊情况就 是，原数列按照降序排列（除了第一项被替换掉了），而我们减时所用数列是增序排列。所得结果将是１个正数，n/2-1个负数，n/2个正数；而且我们相当 于用最大的n/2个数减去最小的n/2个数，差值之和最大，取到了最差情况，我们只考虑后面一半求和的情况即可（前面有个-1不方便处理）：

S(n/2) = (n-1) + (n-3) + (n-5)+ .....+ 1 (n为奇数时最后一项是0，不影响我们讨论数量级计算溢出）

　　　=　[(n-1)+1] \* n/4 = n^2/4

题目中给定n最大为1M = 1024\*1024

那么S(n/2)的最大量级为1024^4 = 2^40

而long long类型为64位，可以存放下该和，成功避免大数问题。

直接求和办法，一是和可能溢出，二是面试官要求把原始数组改称long long的话(即a可以也可能很大，求和时稍微加一下就会溢出)就得考虑大数求解了；而这种差值办法可以直接消掉a，求和只和n相关，和a无关。

**程序员面试题精选**（42）：约瑟夫问题的数学方法

问题描述：N个人围成圆圈，从1开始报数，到第M个人令其出列，然后下一个人继续从1开

始报数，到第M个人令其出列，如此下去，直到只剩一个人为止。显示最后一个人为剩者。

无论是用链表实现还是用数组实现都有一个共同点：要模拟整个游戏过程，不仅程序写起

来比较烦，而且时间复杂

度高达O(nm)，当n，m非常大(例如上百万，上千万)的时候，几乎是没有办法在短时间内出

结果的。

为了讨论方便，先把问题稍微改变一下，并不影响原意：

问题描述：n个人（编号0~(n-1))，从0开始报数，报到(m-1)的退出，剩下的人继续从0开

始报数。求胜利者的编号。

我们知道第一个人(编号一定是m%n-1) 出列之后，剩下的n-1个人组成了一个新的约瑟夫环

（以编号为k=m%n的人开

始）:

k k+1 k+2 ... n-2, n-1, 0, 1, 2, ... k-2

并且从k开始报0。

现在我们把他们的编号做一下转换：

k --> 0

k+1 --> 1

k+2 --> 2

...

...

k-2 --> n-2

k-1 --> n-1

变换后就完完全全成为了(n-1)个人报数的子问题，假如我们知道这个子问题的解：例如x

是最终的胜利者，那么根

据上面这个表把这个x变回去不刚好就是n个人情况的解吗？！！变回去的公式很简单，相

信大家都可以推出来：x'

=(x+k)%n

如何知道(n-1)个人报数的问题的解？对，只要知道(n-2)个人的解就行了。(n-2)个人的解

呢？当然是先求(n-3)的

情况 ---- 这显然就是一个倒推问题！好了，思路出来了，下面写递推公式：

令f[i]表示i个人玩游戏报m退出最后胜利者的编号，最后的结果自然是f[n]

递推公式

f[1]=0;

f[i]=(f[i-1]+m)%i; (i>1)

有了这个公式，我们要做的就是从1-n顺序算出f[i]的数值，最后结果是f[n]。因为实际生

活中编号总是从1开始，

我们输出f[n]+1

由于是逐级递推，不需要保存每个f[i]，程序也是异常简单：

＃include <stdio.h>

main()

{

int n, m, i, s=0;

printf ("N M = "); scanf("%d%d", &n, &m);

for (i=2; i<=n; i++) s=(s+m)%i;

printf ("The winner is %d\n", s+1);

}

这个算法的时间复杂度为O(n)，相对于模拟算法已经有了很大的提高。算n，m等于一百万

，一千万的情况不是问题

了。

**程序员面试题精选**（43）：数组中连续元素相加和最小的元素序列

题目描述： 有一个集合{14,56,53,4,-9,34,...n}里面共n个数

里面可以有负数也可以没有

用一个时间复杂度为o(n)的算法找出其中的一个连续串象(53,4,-9) 这样(串里的数字个数任意)

使得这个连续串为所有这样连续串里各个数字相加和最小的一个

代码实现如下（程序没有考虑有多组解的情况）

#include <iostream>

using namespace std;

template<typename T>

int getMinSum(T\* a,int n,T\* pbegin,T\* pend)

{

T min = a[0];

T sum = a[0];

T tempbegin = 0;

\*pbegin = 0;

\*pend = 0;

for (int i = 1; i < n; i++)

{

if(sum < 0)

sum = sum + a[i];

else

{

tempbegin = i;

sum = a[i];

}

if (sum < min)

{

min = sum;

\*pbegin = tempbegin;

\*pend = i;

}

}

return min;

}

int main()

{

int a[] = {8, 9, -3 ,-10 ,7 ,0 ,8 ,-12, 9, 8 ,-1 ,-2 ,9};

int begin;

int end;

int sum;

int k = sizeof(a) / sizeof(int);

sum=getMinSum(a,k,&begin,&end);

cout<<"The min sum is "<<sum<<endl;

cout<<"And the begin is "<<begin<<",and the end is "<<end<<endl;

return 0;

}

**程序员面试题精选**（44）：整数分割（即求一个数N由小于等于N的数相加所得的所有组合）

题目描述：比如给定一整数4，其有如下情况：4=4；

4=3+1；

4=2+2；

4=2+1+1；

4=1+1+1+1；

下面便是两种版本的分割实现代码。

#include "stdio.h"

int Compute( int number, int maximum)

{

if (number == 1 || maximum == 1 )

return 1 ;

else if (number < maximum)

return Compute(number, number);

else if (number == maximum)

return 1 + Compute(number, maximum - 1 );

else

return Compute(number, maximum - 1 ) + Compute(number - maximum, maximum);

}

int IntPartionNo( int n)///////////////////求组合总数版本；

{

return Compute(n, n);

}

int IntegerPartition( int n)///////////////求组合总数并打印出所有情况版本；

{

int \* partition = new int [n]();

int \* repeat = new int [n]();

partition[ 1 ] = n;

repeat[ 1 ] = 1 ;

int count = 1 ;

int part = 1 ;

int last, smaller, remainder;

printf( " %3d " , partition[ 1 ]);

do

{

last = (partition[part] == 1 ) ? (repeat[part -- ] + 1 ) : 1 ;

smaller = partition[part] - 1 ;

if (repeat[part] != 1 )

-- repeat[part ++ ];

partition[part] = smaller;

repeat[part] = 1 + last / smaller;

if ((remainder = last % smaller) != 0 )

{

partition[ ++ part] = remainder;

repeat[part] = 1 ;

}

++ count;

printf( " \n " );

for ( int i = 1 ; i <= part; ++ i)

for ( int j = 1 ; j <= repeat[i]; ++ j)

printf( " %3d " , partition[i]);

} while (repeat[part] != n);

if (partition)

{

delete [] partition;

partition = 0 ;

}

if (repeat)

{

delete [] repeat;

repeat = 0 ;

}

return count;

}

int main()

{

printf("%d\n",IntPartionNo(4));

IntegerPartition(4);

getchar();

}

**程序员面试题精选**（45）：求给定整数其二进制形式含1的个数

题目描述：求给定整数其二进制形式含1的个数，比如255含8个1，因其二进制表示为11111111；

下面给出了两种求解代码实现。

#include <iostream>

using namespace std;

int CountOne( int n)

{

int count = 0 ;

while (n)

{

++ count;

n &= n - 1 ;

}

return count;

}

int CountOnesUsingTable(unsigned int i)

{

static int BIT\_TABLES[ 256 ] =

{

0 , 1 , 1 , 2 , 1 , 2 , 2 , 3 , 1 , 2 , 2 , 3 , 2 , 3 , 3 , 4

, 1 , 2 , 2 , 3 , 2 , 3 , 3 , 4 , 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5

, 1 , 2 , 2 , 3 , 2 , 3 , 3 , 4 , 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 1 , 2 , 2 , 3 , 2 , 3 , 3 , 4 , 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6 , 4 , 5 , 5 , 6 , 5 , 6 , 6 , 7

, 1 , 2 , 2 , 3 , 2 , 3 , 3 , 4 , 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6 , 4 , 5 , 5 , 6 , 5 , 6 , 6 , 7

, 2 , 3 , 3 , 4 , 3 , 4 , 4 , 5 , 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6

, 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6 , 4 , 5 , 5 , 6 , 5 , 6 , 6 , 7

, 3 , 4 , 4 , 5 , 4 , 5 , 5 , 6 , 4 , 5 , 5 , 6 , 5 , 6 , 6 , 7

, 4 , 5 , 5 , 6 , 5 , 6 , 6 , 7 , 5 , 6 , 6 , 7 , 6 , 7 , 7 , 8

} ;

return BIT\_TABLES[i & 255 ] + BIT\_TABLES[i >> 8 & 255 ] +

BIT\_TABLES[i >> 16 & 255 ] + BIT\_TABLES[i >> 24 & 255 ];

}

int main()

{

cout<<"158 has : "<<CountOne(158)<<endl;

cout<<"158 has : "<<CountOnesUsingTable(158)<<endl;

getchar();

}

**程序员面试题（60）：不要被阶乘吓倒收藏**

新一篇: 用fstream对二进制文件的读写 | 旧一篇: static\_cast、dynamic\_cast、reinterpret\_cast、和const\_cast

阶乘（Factorial）是个很有意思的函数，但是不少人都比较怕它，我们来看看两个与阶乘相关的问题：

1. 给定一个整数N，那么N的阶乘N！末尾有多少个0呢？例如：N＝10，N！＝3 628 800，N！的末尾有两个0。

2. 求N！的二进制表示中最低位1的位置。

请点击"我要发言"，提交您的解法或者问题。

我要看答案

有些人碰到这样的题目会想：是不是要完整计算出N！的值？如果溢出怎么办？事实上，如果我们从"哪些数相乘能得到10"这个角度来考虑，问题就变得简单了。

首 先考虑，如果N！= K×10M，且K不能被10整除，那么N！末尾有M个0。再考虑对N！进行质因数分解，N！=（2x）×（3y）×（5z）…，由于10 = 2×5，所以M只跟X和Z相关，每一对2和5相乘可以得到一个10，于是M = min（X, Z）。不难看出X大于等于Z，因为能被2整除的数出现的频率比能被5整除的数高得多，所以把公式简化为M = Z。

根据上面的分析，只要计算出Z的值，就可以得到N！末尾0的个数。

【问题1的解法一】

要计算Z，最直接的方法，就是计算i（i =1, 2, …, N）的因式分解中5的指数，然后求和：

代码清单2-6

--------------------------------------------------------------------------------

ret = 0;

for(i = 1; i <= N; i++)

{

j = i;

while(j % 5 ==0)

{

ret++;

j /= 5;

}

}

--------------------------------------------------------------------------------

【问题1的解法二】

公式：Z = [N/5] +[N/52] +[N/53] + …（不用担心这会是一个无穷的运算，因为总存在一个K，使得5K > N，[N/5K]=0。）

公式中，[N/5]表示不大于N的数中5的倍数贡献一个5，[N/52]表示不大于N的数中52的倍数再贡献一个5，……代码如下：

ret = 0;

while(N)

{

ret += N / 5;

N /= 5;

}

问题2要求的是N！的二进制表示中最低位1的位置。给定一个整数N，求N！二进制表示的最低位1在第几位？例如：给定N = 3，N！= 6，那么N！的二进制表示（1 010）的最低位1在第二位。

为了得到更好的解法，首先要对题目进行一下转化。

首先来看一下一个二进制数除以2的计算过程和结果是怎样的。

把一个二进制数除以2，实际过程如下：

判断最后一个二进制位是否为0，若为0，则将此二进制数右移一位，即为商值（为什么）；反之，若为1，则说明这个二进制数是奇数，无法被2整除（这又是为什么）。

所以，这个问题实际上等同于求N！含有质因数2的个数。即答案等于N！含有质因数2的个数加1。

【问题2的解法一】

由于N! 中含有质因数2的个数，等于 N/2 + N/4 + N/8 + N/16 + …[1]，

根据上述分析，得到具体算法，如下所示：

代码清单2-7

--------------------------------------------------------------------------------

int lowestOne(int N)

{

int Ret = 0;

while(N)

{

N >>= 1;

Ret += N;

}

return Ret;

}

--------------------------------------------------------------------------------

【问题2的解法二】

N！含有质因数2的个数，还等于N减去N的二进制表示中1的数目。我们还可以通过这个规律来求解。

下面对这个规律进行举例说明，假设 N = 11011，那么N!中含有质因数2的个数为 N/2 + N/4 + N/8 + N/16 + …

即： 1101 + 110 + 11 + 1

=（1000 + 100 + 1）

+（100 + 10）

+（10 + 1）

+ 1

=（1000 + 100+ 10 + 1）+（100 + 10 + 1）+ 1

= 1111 + 111 + 1

=（10000 -1）+（1000 - 1）+（10-1）+（1-1）

= 11011-N二进制表示中1的个数

小结

任 意一个长度为m的二进制数N可以表示为N = b[1] + b[2] \* 2 + b[3] \* 22 + … + b[m] \* 2(m-1)，其中b [ i ]表示此二进制数第i位上的数字（1或0）。所以，若最低位b[1]为1，则说明N为奇数；反之为偶数，将其除以2，即等于将整个二进制数向低位移一位。

相关题目

给定整数n，判断它是否为2的方幂（解答提示：n>0&&（（n&（n-1））==0））。

--------------------------------------------------------------------------------

[1] 这个规律请读者自己证明（提示N/k，等于1, 2, 3, …, N中能被k整除的数的个数）。

一道经典的面试题：如何从N个数中选出最大（小）的n个数？收藏

新一篇: c/c++基本文件读写 | 旧一篇: 变态比赛规则

**程序员面试题精选** **1到n之间1的个数**收藏

Consider a function which, for a given whole number n, returns the number of ones required when writing out all numbers between 0 and n.

For example, f(13)=6. Notice that f(1)=1. What is the next largest n such that f(n)=n?

算法思想：

循环求出每个数中1的个数，累计之，若满足f(n)=n，则退出，否则继续。

代码如下：

/\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

\* 0~n之间1的个数,如f(13)=6

\* 1,2,3,4,5,6,7,8,9,10,11,12,13.1的个数为6

\* 要求:输入一个正整数n,求出f(n),及求解f(n)=n

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*/

#include <stdio.h>

#include <string.h>

#include <Windows.h>

class CalculationTimes

{

public:

CalculationTimes(){}

~CalculationTimes(){}

int GetTimes(int n);

};

//计算正整数n中1的个数

int CalculationTimes::GetTimes(int n)

{

int count=0;

while(n)

{

if(n%10==1)

count++;

n/=10;

}

return count;

}

//显示菜单

void show\_menu()

{

printf("--------------------------------------------- ");

printf("input command to test the program ");

printf(" i or I : input n to test ");

printf(" g or G : get n to enable f(n)=n ");

printf(" q or Q : quit ");

printf("--------------------------------------------- ");

printf("$ input command >");

}

void main()

{

char sinput[10];

int n;

show\_menu();

scanf("%s",sinput);

while(stricmp(sinput,"q")!=0)

{

int t=0,count=0;

if(stricmp(sinput,"i")==0)

{

printf(" please input an integer:");

scanf("%d",&n);

count=0;

CalculationTimes obj;

t=GetTickCount();

for(int i=1;i<=n;i++)

count+=obj.GetTimes(i);

t=GetTickCount()-t;

printf(" count=%d time=%d ",count,t);

}

else if(stricmp(sinput,"g")==0)

{

CalculationTimes obj;

n=2;

count=1;

t=GetTickCount();

while(1)

{

count+=obj.GetTimes(n);

if(count==n)

break;

n++;

}

t=GetTickCount()-t;

printf(" f(n)=n=%d time=%d ",n,t);

}

//输入命令

printf("$ input command >");

scanf("%s",sinput);

}

}

**程序员面试题精选100题(37)-寻找丑数[算法]**

题目：我们把只包含因子

2、3和5的数称作丑数（Ugly Number）。例如6、8都是丑数，但14不是，因为它包含因子7。习惯上我们把1当做是第一个丑数。求按从小到大的顺序的第1500个丑数。

分析：这是一道在网络上广为流传的面试题，据说google曾经采用过这道题。

所谓一个数m是另一个数n的因子，是指n能被m整除，也就是n % m == 0。根据丑数的定义，丑数只能被2、3和5整除。也就是说如果一个数如果它能被2整除，我们把它连续除以2；如果能被3整除，就连续除以3；如果能被5整除，就除以连续5。如果最后我们得到的是1，那么这个数就是丑数，否则不是。

基于前面的分析，我们可以写出如下的函数来判断一个数是不是丑数：

bool IsUgly(int number)

{

    while(number % 2 == 0)

        number /= 2;

    while(number % 3 == 0)

        number /= 3;

    while(number % 5 == 0)

        number /= 5;

    return (number == 1) ? true : false;

}

接下来，我们只需要按顺序判断每一个整数是不是丑数，即：

int GetUglyNumber\_Solution1(int index)

{

    if(index <= 0)

        return 0;

    int number = 0;

    int uglyFound = 0;

    while(uglyFound < index)

    {

        ++number;

        if(IsUgly(number))

        {

            ++uglyFound;

        }

    }

    return number;

}

我们只需要在函数GetUglyNumber\_Solution1中传入参数1500，就能得到第1500个丑数。该算法非常直观，代码也非常简洁，但最大的问题我们每个整数都需要计算。即使一个数字不是丑数，我们还是需要对它做求余数和除法操作。因此该算法的时间效率不是很高。

接下来我们换一种思路来分析这个问题，试图只计算丑数，而不在非丑数的整数上花费时间。根据丑数的定义，丑数应该是另一个丑数乘以2、3或者5的结果（1除外）。因此我们可以创建一个数组，里面的数字是排好序的丑数。里面的每一个丑数是前面的丑数乘以2、3或者5得到的。

这种思路的关键在于怎样确保数组里面的丑数是排好序的。我们假设数组中已经有若干个丑数，排好序后存在数组中。我们把现有的最大丑数记做M。现在我们来生成下一个丑数，该丑数肯定是前面某一个丑数乘以2、3或者5的结果。我们首先考虑把已有的每个丑数乘以2。在乘以2的时候，能得到若干个结果小于或等于M的。由于我们是按照顺序生成的，小于或者等于M肯定已经在数组中了，我们不需再次考虑；我们还会得到若干个大于M的结果，但我们只需要第一个大于M的结果，因为我们希望丑数是按从小到大顺序生成的，其他更大的结果我们以后再说。我们把得到的第一个乘以2后大于M的结果，记为M2。同样我们把已有的每一个丑数乘以3和5，能得到第一个大于M的结果M3和M5。那么下一个丑数应该是M2、M3和M5三个数的最小者。

前面我们分析的时候，提到把已有的每个丑数分别都乘以2、3和5，事实上是不需要的，因为已有的丑数是按顺序存在数组中的。对乘以2而言，肯定存在某一个丑数T2，排在它之前的每一个丑数乘以2得到的结果都会小于已有最大的丑数，在它之后的每一个丑数乘以2得到的结果都会太大。我们只需要记下这个丑数的位置，同时每次生成新的丑数的时候，去更新这个T2。对乘以3和5而言，存在着同样的T3和T5。

有了这些分析，我们不难写出如下的代码：

int GetUglyNumber\_Solution2(int index)

{

    if(index <= 0)

        return 0;

    int \*pUglyNumbers = new int[index];

    pUglyNumbers[0] = 1;

    int nextUglyIndex = 1;

    int \*pMultiply2 = pUglyNumbers;

    int \*pMultiply3 = pUglyNumbers;

    int \*pMultiply5 = pUglyNumbers;

    while(nextUglyIndex < index)

    {

        int min = Min(\*pMultiply2 \* 2, \*pMultiply3 \* 3, \*pMultiply5 \* 5);

        pUglyNumbers[nextUglyIndex] = min;

        while(\*pMultiply2 \* 2 <= pUglyNumbers[nextUglyIndex])

            ++pMultiply2;

        while(\*pMultiply3 \* 3 <= pUglyNumbers[nextUglyIndex])

            ++pMultiply3;

        while(\*pMultiply5 \* 5 <= pUglyNumbers[nextUglyIndex])

            ++pMultiply5;

        ++nextUglyIndex;

    }

    int ugly = pUglyNumbers[nextUglyIndex - 1];

    delete[] pUglyNumbers;

    return ugly;

}

int Min(int number1, int number2, int number3)

{

    int min = (number1 < number2) ? number1 : number2;

    min = (min < number3) ? min : number3;

    return min;

}

和第一种思路相比，这种算法不需要在非丑数的整数上做任何计算，因此时间复杂度要低很多。感兴趣的读者可以分别统计两个函数GetUglyNumber\_Solution1(1500)和GetUglyNumber\_Solution2(1500)的运行时间。当然我们也要指出，第二种算法由于要保存已经生成的丑数，因此需要一个数组，从而需要额外的内存。第一种算法是没有这样的内存开销的。

**程序员面试题精选100题(38)-输出1到最大的N位数[算法]**

题目：输入数字n，按顺序输出从1最大的n位10进制数。比如输入3，则输出1、2、3一直到最大的3位数即999。

分析：这是一道很有意思的题目。看起来很简单，其实里面却有不少的玄机。

应聘者在解决这个问题的时候，最容易想到的方法是先求出最大的n位数是什么，然后用一个循环从1开始逐个输出。很快，我们就能写出如下代码：

// Print numbers from 1 to the maximum number with n digits, in order

void Print1ToMaxOfNDigits\_1(int n)

{

    // calculate 10^n

    int number = 1;

    int i = 0;

    while(i++ < n)

        number \*= 10;

    // print from 1 to (10^n - 1)

    for(i = 1; i < number; ++i)

        printf("%d\t", i);

}

初看之下，好像没有问题。但如果我们仔细分析这个问题，就能注意到这里没有规定n的范围，当我们求最大的n位数的时候，是不是有可能用整型甚至长整型都会溢出？

分析到这里，我们很自然的就想到我们需要表达一个大数。最常用的也是最容易实现的表达大数的方法是用字符串或者整型数组（当然不一定是最有效的）。

用字符串表达数字的时候，最直观的方法就是字符串里每个字符都是’0’到’9’之间的某一个字符，表示数字中的某一位。因为数字最大是n位的，因此我们需要一个n+1位字符串（最后一位为结束符号’\0’）。当实际数字不够n位的时候，在字符串的前半部分补零。这样，数字的个位永远都在字符串的末尾（除去结尾符号）。

首先我们把字符串中每一位数字都初始化为’0’。然后每一次对字符串表达的数字加1，再输出。因此我们只需要做两件事：一是在字符串表达的数字上模拟加法。另外我们要把字符串表达的数字输出。值得注意的是，当数字不够n位的时候，我们在数字的前面补零。输出的时候这些补位的0不应该输出。比如输入3的时候，那么数字98以098的形式输出，就不符合我们的习惯了。

基于上述分析，我们可以写出如下代码：

// Print numbers from 1 to the maximum number with n digits, in order

void Print1ToMaxOfNDigits\_2(int n)

{

    // 0 or minus numbers are invalid input

    if(n <= 0)

        return;

    // number is initialized as 0

    char \*number = new char[n + 1];

    memset(number, '0', n);

    number[n] = '\0';

    while(!Increment(number))

    {

        PrintNumber(number);

    }

    delete []number;

}

// Increment a number. When overflow, return true; otherwise return false

bool Increment(char\* number)

{

    bool isOverflow = false;

    int nTakeOver = 0;

    int nLength = strlen(number);

    // Increment (Add 1) operation begins from the end of number

    for(int i = nLength - 1; i >= 0; i --)

    {

        int nSum = number[i] - '0' + nTakeOver;

        if(i == nLength - 1)

            nSum ++;

        if(nSum >= 10)

        {

            if(i == 0)

                isOverflow = true;

            else

            {

                nSum -= 10;

                nTakeOver = 1;

                number[i] = '0' + nSum;

            }

        }

        else

        {

            number[i] = '0' + nSum;

            break;

        }

    }

    return isOverflow;

}

// Print number stored in string, ignore 0 at its beginning

// For example, print "0098" as "98"

void PrintNumber(char\* number)

{

    bool isBeginning0 = true;

    int nLength = strlen(number);

    for(int i = 0; i < nLength; ++ i)

    {

        if(isBeginning0 && number[i] != '0')

            isBeginning0 = false;

        if(!isBeginning0)

        {

            printf("%c", number[i]);

        }

    }

    printf("\t");

}

    第二种思路基本上和第一种思路相对应，只是把一个整型数值换成了字符串的表示形式。同时，值得提出的是，判断打印是否应该结束时，我没有调用函数strcmp比较字符串number和”99…999”（n个9）。这是因为strcmp的时间复杂度是O(n)，而判断是否溢出的平均时间复杂度是O(1)。

         第二种思路虽然比较直观，但由于模拟了整数的加法，代码有点长。要在面试短短几十分钟时间里完整正确写出这么长代码，不是件容易的事情。接下来我们换一种思路来考虑这个问题。如果我们在数字前面补0的话，就会发现n位所有10进制数其实就是n个从0到9的全排列。也就是说，我们把数字的每一位都从0到9排列一遍，就得到了所有的10进制数。只是我们在输出的时候，数字排在前面的0我们不输出罢了。

         全排列用递归很容易表达，数字的每一位都可能是0到9中的一个数，然后设置下一位。递归结束的条件是我们已经设置了数字的最后一位。

// Print numbers from 1 to the maximum number with n digits, in order

void Print1ToMaxOfNDigits\_3(int n)

{

    // 0 or minus numbers are invalid input

    if(n <= 0)

        return;

    char\* number = new char[n + 1];

    number[n] = '\0';

    for(int i = 0; i < 10; ++i)

    {

        // first digit can be 0 to 9

        number[0] = i + '0';

        Print1ToMaxOfNDigitsRecursively(number, n, 0);

    }

    delete[] number;

}

// length: length of number

// index: current index of digit in number for this round

void Print1ToMaxOfNDigitsRecursively(char\* number, int length, int index)

{

    // we have reached the end of number, print it

    if(index == length - 1)

    {

        PrintNumber(number);

        return;

    }

    for(int i = 0; i < 10; ++i)

    {

        // next digit can be 0 to 9

        number[index + 1] = i + '0';

        // go to the next digit

        Print1ToMaxOfNDigitsRecursively(number, length, index + 1);

    }

}

函数PrintNumber和前面第二种思路中的一样，这里就不重复了。对比这两种思路，我们可以发现，递归能够用很简洁的代码来解决问题。

**程序员面试题精选100题(40)-扑克牌的顺子[算法]**

题目：从扑克牌中随机抽5张牌，判断是不是一个顺子，即这5张牌是不是连续的。2-10为数字本身，A为1，J为11，Q为12，K为13，而大小王可以看成任意数字。

         分析：这题目很有意思，是一个典型的寓教于乐的题目。

         我们需要把扑克牌的背景抽象成计算机语言。不难想象，我们可以把5张牌看成由5个数字组成的数组。大小王是特殊的数字，我们不妨把它们都当成0，这样和其他扑克牌代表的数字就不重复了。

         接下来我们来分析怎样判断5个数字是不是连续的。最直观的是，我们把数组排序。但值得注意的是，由于0可以当成任意数字，我们可以用0去补满数组中的空缺。也就是排序之后的数组不是连续的，即相邻的两个数字相隔若干个数字，但如果我们有足够的0可以补满这两个数字的空缺，这个数组实际上还是连续的。举个例子，数组排序之后为{0，1，3，4，5}。在1和3之间空缺了一个2，刚好我们有一个0，也就是我们可以它当成2去填补这个空缺。

         于是我们需要做三件事情：把数组排序，统计数组中0的个数，统计排序之后的数组相邻数字之间的空缺总数。如果空缺的总数小于或者等于0的个数，那么这个数组就是连续的；反之则不连续。最后，我们还需要注意的是，如果数组中的非0数字重复出现，则该数组不是连续的。换成扑克牌的描述方式，就是如果一副牌里含有对子，则不可能是顺子。

         基于这个思路，我们可以写出如下的代码：

// Determine whether numbers in an array are continuous

// Parameters: numbers: an array, each number in the array is between

//             0 and maxNumber. 0 can be treeted as any number between

//             1 and maxNumber

//             maxNumber: the maximum number in the array numbers

bool IsContinuous(std::vector<int> numbers, int maxNumber)

{

    if(numbers.size() == 0 || maxNumber <=0)

        return false;

    // Sort the array numbers.

    std::sort(numbers.begin(), numbers.end());

    int numberOfZero = 0;

    int numberOfGap = 0;

    // how many 0s in the array?

    std::vector<int>::iterator smallerNumber = numbers.begin();

    while(smallerNumber != numbers.end() && \*smallerNumber == 0)

    {

        numberOfZero++;

        ++smallerNumber;

    }

    // get the total gaps between all adjacent two numbers

    std::vector<int>::iterator biggerNumber = smallerNumber + 1;

    while(biggerNumber < numbers.end())

    {

        // if any non-zero number appears more than once in the array,

        // the array can't be continuous

        if(\*biggerNumber == \*smallerNumber)

            return false;

        numberOfGap += \*biggerNumber - \*smallerNumber - 1;

        smallerNumber = biggerNumber;

        ++biggerNumber;

    }

    return (numberOfGap > numberOfZero) ? false : true;

}

         本文为了让代码显得比较简洁，上述代码用C++的标准模板库中的vector来表达数组，同时用函数sort排序。当然我们可以自己写排序算法。为了有更好的通用性，上述代码没有限定数组的长度和允许出现的最大数字。要解答原题，我们只需要确保传入的数组的长度是5，并且maxNumber为13即可。

**程序员面试题精选100题(41)-把数组排成最小的数[算法]**

题目：输入一个正整数数组，将它们连接起来排成一个数，输出能排出的所有数字中最小的一个。例如输入数组{32, 321}，则输出这两个能排成的最小数字32132。请给出解决问题的算法，并证明该算法。

分析：这是09年6月份百度新鲜出炉的一道面试题，从这道题我们可以看出百度对应聘者在算法方面有很高的要求。

这道题其实是希望我们能找到一个排序规则，根据这个规则排出来的数组能排成一个最小的数字。要确定排序规则，就得比较两个数字，也就是给出两个数字m和n，我们需要确定一个规则m和n哪个更大，而不是仅仅只是比较这两个数字的数值哪个更大。

根据题目的要求，两个数字m和n排成的数字mn和nm，如果mn<nm，那么我们应该输出mn，也就是m应该排在n的前面，也就是m小于n；反之，如果nm<mn，n小于m。如果mn==mn，m等于n。

接下来我们考虑怎么去拼接数字，即给出数字m和n，怎么得到数字mn和nm并比较它们的大小。直接用数值去计算不难办到，但需要考虑到的一个潜在问题是m和n都在int能表达的范围内，但把它们拼起来的数字mn和nm就不一定能用int表示了。所以我们需要解决大数问题。一个非常直观的方法就是把数字转换成字符串。

另外，由于把数字m和n拼接起来得到的mn和nm，它们所含有的数字的个数肯定是相同的。因此比较它们的大小只需要按照字符串大小的比较规则就可以了。

基于这个思路，我们可以写出下面的代码：

// Maxinum int number has 10 digits in decimal system

const int g\_MaxNumberLength = 10;

// String buffers to combine two numbers

char\* g\_StrCombine1 = new char[g\_MaxNumberLength \* 2 + 1];

char\* g\_StrCombine2 = new char[g\_MaxNumberLength \* 2 + 1];

// Given an array, print  the minimum number

// by combining all numbers in the array

void PrintMinNumber(int\* numbers, int length)

{

    if(numbers == NULL || length <= 0)

        return;

    // Convert all numbers as strings

    char\*\* strNumbers = (char\*\*)(new int[length]);

    for(int i = 0; i < length; ++i)

    {

        strNumbers[i] = new char[g\_MaxNumberLength + 1];

        sprintf(strNumbers[i], "%d", numbers[i]);

    }

    // Sort all strings according to algorithm in function compare

    qsort(strNumbers, length, sizeof(char\*), compare);

    for(int i = 0; i < length; ++i)

        printf("%s", strNumbers[i]);

    printf("\n");

    for(int i = 0; i < length; ++i)

        delete[] strNumbers[i];

    delete[] strNumbers;

}

// Compare two numbers in strNumber1 and strNumber2

// if [strNumber1][strNumber2] > [strNumber2][strNumber1],

// return value > 0

// if [strNumber1][strNumber2] = [strNumber2][strNumber1],

// return value = 0

// if [strNumber1][strNumber2] < [strNumber2][strNumber1],

// return value < 0

int compare(const void\* strNumber1, const void\* strNumber2)

{

    // [strNumber1][strNumber2]

    strcpy(g\_StrCombine1, \*(const char\*\*)strNumber1);

    strcat(g\_StrCombine1, \*(const char\*\*)strNumber2);

    // [strNumber2][strNumber1]

    strcpy(g\_StrCombine2, \*(const char\*\*)strNumber2);

    strcat(g\_StrCombine2, \*(const char\*\*)strNumber1);

    return strcmp(g\_StrCombine1, g\_StrCombine2);

}

上述代码中，我们在函数compare中定义比较规则，并根据该规则用库函数qsort排序。最后把排好序的数组输出，就得到了根据数组排成的最小的数字。

找到一个算法解决这个问题，不是一件容易的事情。但更困难的是我们需要证明这个算法是正确的。接下来我们来试着证明。

首先我们需要证明之前定义的比较两个数字大小的规则是有效的。一个有效的比较需要三个条件：1.自反性，即a等于a；2.对称性，即如果a大于b，则b小于a；3.传递性，即如果a小于b，b小于c，则a小于c。现在分别予以证明。

1.

自反性。显然有aa=aa，所以a=a。

2.       对称性。如果a小于b，则ab<ba，所以ba>ab。因此b大于a。

3.       传递性。如果a小于b，则ab<ba。当a和b用十进制表示的时候分别为l位和m位时，ab=a×10m+b，ba=b×10l+a。所以a×10m+b<b×10l+a。于是有a×10m-a< b×10l –b，即a(10m -1)<b(10l -1)。所以a/(10l -1)<b/(10m -1)。

如果b小于c，则bc<cb。当c表示成十进制时为m位。和前面证明过程一样，可以得到b/(10m -1)<c/(10n -1)。

所以a/(10l -1)< c/(10n -1)。于是a(10n -1)<c(10l -1)，所以a×10n +c<c×10l +a，即ac<ca。

所以a小于c。

在证明了我们排序规则的有效性之后，我们接着证明算法的正确性。我们用反证法来证明。

我们把n个数按照前面的排序规则排好顺序之后，表示为A1A2A3…An。我们假设这样排出来的两个数并不是最小的。即至少存在两个x和y（0<x<y<n），交换第x个数和地y个数后，A1A2…Ay…Ax…An<A1A2…Ax…Ay…An。

由于A1A2…Ax…Ay…An是按照前面的规则排好的序列，所以有Ax<Ax+1<Ax+2<…<Ay-2<Ay-1<Ay。

由于Ay-1小于Ay，所以Ay-1Ay<AyAy-1。我们在序列A1A2…Ax…Ay-1Ay…An交换Ay-1和Ay，有A1A2…Ax…Ay-1Ay…An<A1A2…Ax…AyAy-1…An（这个实际上也需要证明。感兴趣的读者可以自己试着证明）。我们就这样一直把Ay和前面的数字交换，直到和Ax交换为止。于是就有A1A2…Ax…Ay-1Ay…An<A1A2…Ax…AyAy-1…An< A1A2…Ax…AyAy-2Ay-1…An<…< A1A2…AyAx…Ay-2Ay-1…An。

同理由于Ax小于Ax+1，所以AxAx+1<Ax+1Ax。我们在序列A1A2…AyAxAx+1…Ay-2Ay-1…An仅仅只交换Ax和Ax+1，有A1A2…AyAxAx+1…Ay-2Ay-1…An<A1A2…AyAx+1Ax…Ay-2Ay-1…An。我们接下来一直拿Ax和它后面的数字交换，直到和Ay-1交换为止。于是就有A1A2…AyAxAx+1…Ay-2Ay-1…An<A1A2…AyAx+1Ax…Ay-2Ay-1…An<…< A1A2…AyAx+1Ax+2…Ay-2Ay-1Ax…An。

所以A1A2…Ax…Ay…An< A1A2…Ay…Ax…An。这和我们的假设的A1A2…Ay…Ax…An <A1A2…Ax…Ay…An相矛盾。

所以假设不成立，我们的算法是正确的。

**程序员面试题精选100题(43)-n个骰子的点数[算法]**

题目：把n个骰子扔在地上，所有骰子朝上一面的点数之和为S。输入n，打印出S的所有可能的值出现的概率。

分析：玩过麻将的都知道，骰子一共6个面，每个面上都有一个点数，对应的数字是1到 6之间的一个数字。所以，n个骰子的点数和的最小值为n，最大值为6n。因此，一个直观的思路就是定义一个长度为6n-n的数组，和为S的点数出现的次数保存到数组第S-n个元素里。另外，我们还知道n个骰子的所有点数的排列数6^n。一旦我们统计出每一点数出现的次数之后，因此只要把每一点数出现的次数除以n^6，就得到了对应的概率。

该思路的关键就是统计每一点数出现的次数。要求出n个骰子的点数和，我们可以先把n个骰子分为两堆：第一堆只有一个，另一个有n-1个。单独的那一个有可能出现从1到6的点数。我们需要计算从1到6的每一种点数和剩下的n-1个骰子来计算点数和。接下来把剩下的n-1个骰子还是分成两堆，第一堆只有一个，第二堆有n-2个。我们把上一轮那个单独骰子的点数和这一轮单独骰子的点数相加，再和剩下的n-2个骰子来计算点数和。分析到这里，我们不难发现，这是一种递归的思路。递归结束的条件就是最后只剩下一个骰子了。

基于这种思路，我们可以写出如下代码：

int g\_maxValue = 6;

void PrintSumProbabilityOfDices\_1(int number)

{

    if(number < 1)

        return;

    int maxSum = number \* g\_maxValue;

    int\* pProbabilities = new int[maxSum - number + 1];

    for(int i = number; i <= maxSum; ++i)

        pProbabilities[i - number] = 0;

    SumProbabilityOfDices(number, pProbabilities);

    int total = pow((float)g\_maxValue, number);

    for(int i = number; i <= maxSum; ++i)

    {

        float ratio = (float)pProbabilities[i - number] / total;

        printf("%d: %f\n", i, ratio);

    }

    delete[] pProbabilities;

}

void SumProbabilityOfDices(int number, int\* pProbabilities)

{

    for(int i = 1; i <= g\_maxValue; ++i)

        SumProbabilityOfDices(number, number, i, 0, pProbabilities);

}

void SumProbabilityOfDices(int original, int current, int value, int tempSum, int\* pProbabilities)

{

    if(current == 1)

    {

        int sum = value + tempSum;

        pProbabilities[sum - original]++;

    }

    else

    {

        for(int i = 1; i <= g\_maxValue; ++i)

        {

            int sum = value + tempSum;

            SumProbabilityOfDices(original, current - 1, i, sum, pProbabilities);

        }

    }

}

上述算法当number比较小的时候表现很优异。但由于该算法基于递归，它有很多计算是重复的，从而导致当number变大时性能让人不能接受。关于递归算法的性能讨论，详见[本博客系列的第16题](http://zhedahht.blog.163.com/blog/static/25411174200722991933440/)。

我们可以考虑换一种思路来解决这个问题。我们可以考虑用两个数组来存储骰子点数每一总数出现的次数。在一次循环中，第一个数组中的第n个数字表示骰子和为n出现的次数。那么在下一循环中，我们加上一个新的骰子。那么此时和为n的骰子出现的次数，应该等于上一次循环中骰子点数和为n-1、n-2、n-3、n-4、n-5与n-6的总和。所以我们把另一个数组的第n个数字设为前一个数组对应的第n-1、n-2、n-3、n-4、n-5与n-6之和。基于这个思路，我们可以写出如下代码：

void PrintSumProbabilityOfDices\_2(int number)

{

    double\* pProbabilities[2];

    pProbabilities[0] = new double[g\_maxValue \* number + 1];

    pProbabilities[1] = new double[g\_maxValue \* number + 1];

    for(int i = 0; i < g\_maxValue \* number + 1; ++i)

    {

        pProbabilities[0][i] = 0;

        pProbabilities[1][i] = 0;

    }

    int flag = 0;

    for (int i = 1; i <= g\_maxValue; ++i)

        pProbabilities[flag][i] = 1;

    for (int k = 2; k <= number; ++k)

    {

        for (int i = k; i <= g\_maxValue \* k; ++i)

        {

            pProbabilities[1 - flag][i] = 0;

            for(int j = 1; j <= i && j <= g\_maxValue; ++j)

                pProbabilities[1 - flag][i] += pProbabilities[flag][i - j];

        }

        flag = 1 - flag;

    }

    double total = pow((double)g\_maxValue, number);

    for(int i = number; i <= g\_maxValue \* number; ++i)

    {

        double ratio = pProbabilities[flag][i] / total;

        printf("%d: %f\n", i, ratio);

    }

    delete[] pProbabilities[0];

    delete[] pProbabilities[1];

}

    值得提出来的是，上述代码没有在函数里把一个骰子的最大点数硬编码(hard code)为6，而是用一个变量g\_maxValue来表示。这样做的好处时，如果某个厂家生产了最大点数为4或者8的骰子，我们只需要在代码中修改一个地方，扩展起来很方便。如果在面试的时候我们能对面试官提起对程序扩展性的考虑，一定能给面试官留下一个很好的印象。

**程序员面试题精选100题(44)－数值的整数次方[算法]**

题目：实现函数double Power(double base, int exponent)，求base的exponent次方。不需要考虑溢出。

分析：这是一道看起来很简单的问题。可能有不少的人在看到题目后30秒写出如下的代码：

double Power(double base, int exponent)

{

      double result = 1.0;

      for(int i = 1; i <= exponent; ++i)

            result \*= base;

      return result;

}

上述代码至少有一个问题：由于输入的exponent是个int型的数值，因此可能为正数，也可能是负数。上述代码只考虑了exponent为正数的情况。

接下来，我们把代码改成：

bool g\_InvalidInput = false;

double Power(double base, int exponent)

{

    g\_InvalidInput = false;

    if(IsZero(base) && exponent < 0)

    {

        g\_InvalidInput = true;

        return 0.0;

    }

    unsigned int unsignedExponent = static\_cast<unsigned int>(exponent);

    if(exponent < 0)

        unsignedExponent = static\_cast<unsigned int>(-exponent);

    double result = PowerWithUnsignedExponent(base, unsignedExponent);

    if(exponent < 0)

        result = 1.0 / result;

    return result;

}

double PowerWithUnsignedExponent(double base, unsigned int exponent)

{

      double result = 1.0;

      for(int i = 1; i <= exponent; ++i)

            result \*= base;

      return result;

}

上述代码较之前的代码有了明显的改进，主要体现在：首先它考虑了exponent为负数的情况。其次它还特殊处理了当底数base为0而指数exponent为负数的情况。如果没有特殊处理，就有可能出现除数为0的情况。这里是用一个全局变量来表示无效输入。关于不同方法来表示输入无效的讨论，[详见本系列第17题](http://zhedahht.blog.163.com/blog/static/25411174200731139971)。

最后需要指出的是：由于0^0次方在数学上是没有意义的，因此无论是输入0还是1都是可以接受的，但需要在文档中说明清楚。

这次的代码在逻辑上看起来已经是很严密了，那是不是意味了就没有进一步改进的空间了呢？接下来我们来讨论一下它的性能：

如果我们输入的指数exponent为32，按照前面的算法，我们在函数PowerWithUnsignedExponent中的循环中至少需要做乘法31次。但我们可以换一种思路考虑：我们要求出一个数字的32次方，如果我们已经知道了它的16次方，那么只要在16次方的基础上再平方一次就可以了。而16次方是8次方的平方。这样以此类推，我们求32次方只需要做5次乘法：求平方，在平方的基础上求4次方，在4次方的基础上平方求8次方，在8次方的基础上求16次方，最后在16次方的基础上求32次方。

32刚好是2的整数次方。如果不巧输入的指数exponent不是2的整数次方，我们又该怎么办呢？我们换个数字6来分析，6就不是2的整数次方。但我们注意到6是等于2+4，因此我们可以把一个数的6次方表示为该数的平方乘以它的4次方。于是，求一个数的6次方需要3次乘法：第一次求平方，第二次在平方的基础上求4次方，最后一次把平方的结果和4次方的结果相乘。

现在把上面的思路总结一下：把指数分解了一个或若干个2的整数次方。我们可以用连续平方的方法得到以2的整数次方为指数的值，接下来再把每个前面得到的值相乘就得到了最后的结果。

到目前为止，我们还剩下一个问题：如何将指数分解为一个或若干个2的整数次方。我们把指数表示为二进制数再来分析。比如6的二进制表示为110，在它的第2位和第3位为1，因此6=2^(2-1)+2^(3-1) 。也就是说只要它的第n位为1，我们就加上2的n-1次方。

最后，我们根据上面的思路，重写函数PowerWithUnsignedExponent：

double PowerWithUnsignedExponent(double base, unsigned int exponent)

{

    std::bitset<32> bits(exponent);

    if(bits.none())

        return 1.0;

    int numberOf1 = bits.count();

    double multiplication[32];

    for(int i = 0; i < 32; ++i)

    {

        multiplication[i] = 1.0;

    }

    // if the i-th bit in exponent is 1,

    // the i-th number in array multiplication is base ^ (2 ^ n)

    int count = 0;

    double power = 1.0;

    for(int i = 0; i < 32 && count < numberOf1; ++i)

    {

        if(i == 0)

            power = base;

        else

            power = power \* power;

        if(bits.at(i))

        {

            multiplication[i] = power;

            ++count;

        }

    }

    power = 1.0;

    for(int i = 0; i < 32; ++i)

    {

        if(bits.at(i))

            power \*= multiplication[i];

    }

    return power;

}

       在上述代码中，我们用C++的标准函数库中bitset把整数表示为它的二进制，增大代码的可读性。如果exponent的第i位为1，那么在数组multiplication的第i个数字中保存以base为底数，以2的i次方为指数的值。最后，我们再把所以位为1在数组中的对应的值相乘得到最后的结果。

上面的代码需要我们根据base的二进制表达的每一位来确定是不是需要做乘法。对二进制的操作很多人都不是很熟悉，因此编码可能觉得有些难度。我们可以换一种思路考虑：我们要求出一个数字的32次方，如果我们已经知道了它的16次方，那么只要在16次方的基础上再平方一次就可以了。而16次方是8次方的平方。这样以此类推，我们求32次方只需要做5次乘法：先求平方，在平方的基础上求4次方，在4次方的基础上平方求8次方，在8次方的基础上求16次方，最后在16次方的基础上求32次方。

也就是说，我们可以用如下公式求a的n次方：

![程序员面试题精选100题(44)－数值的整数次方 - 何海涛 - 微软、Google等面试题](data:image/jpeg;base64,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)

这个公式很容易就能用递归来实现。新的PowerWithUnsignedExponent代码如下：

double PowerWithUnsignedExponent(double base, unsigned int exponent)

{

    if(exponent == 0)

        return 1;

    if(exponent == 1)

        return base;

    double result = PowerWithUnsignedExponent(base, exponent >> 1);

    result \*= result;

    if(exponent & 0x1 == 1)

        result \*= base;

    return result;

}

**程序员面试题精选100题(55)-不用＋、－、×、÷做加法[算法]**

**题目：写一个函数，求两个整数的之和，要求在函数体内不得使用＋、－、×、÷。**

分析：这又是一道考察发散思维的很有意思的题目。当我们习以为常的东西被限制使用的时候，如何突破常规去思考，就是解决这个问题的关键所在。

看到的这个题目，我的第一反应是傻眼了，四则运算都不能用，那还能用什么啊？可是问题总是要解决的，只能打开思路去思考各种可能性。首先我们可以分析人们是如何做十进制的加法的，比如是如何得出5+17=22这个结果的。实际上，我们可以分成三步的：第一步只做各位相加不进位，此时相加的结果是12（个位数5和7相加不要进位是2，十位数0和1相加结果是1）；第二步做进位，5+7中有进位，进位的值是10；第三步把前面两个结果加起来，12+10的结果是22，刚好5+17=22。

前面我们就在想，求两数之和四则运算都不能用，那还能用什么啊？对呀，还能用什么呢？对数字做运算，除了四则运算之外，也就只剩下位运算了。位运算是针对二进制的，我们也就以二进制再来分析一下前面的三步走策略对二进制是不是也管用。

5的二进制是101，17的二进制10001。还是试着把计算分成三步：第一步各位相加但不计进位，得到的结果是10100（最后一位两个数都是1，相加的结果是二进制的10。这一步不计进位，因此结果仍然是0）；第二步记下进位。在这个例子中只在最后一位相加时产生一个进位，结果是二进制的10；第三步把前两步的结果相加，得到的结果是10110，正好是22。由此可见三步走的策略对二进制也是管用的。

接下来我们试着把二进制上的加法用位运算来替代。第一步不考虑进位，对每一位相加。0加0与 1加1的结果都0，0加1与1加0的结果都是1。我们可以注意到，这和异或的结果是一样的。对异或而言，0和0、1和1异或的结果是0，而0和1、1和0的异或结果是1。接着考虑第二步进位，对0加0、0加1、1加0而言，都不会产生进位，只有1加1时，会向前产生一个进位。此时我们可以想象成是两个数先做位与运算，然后再向左移动一位。只有两个数都是1的时候，位与得到的结果是1，其余都是0。第三步把前两个步骤的结果相加。如果我们定义一个函数AddWithoutArithmetic，第三步就相当于输入前两步骤的结果来递归调用自己。

有了这些分析之后，就不难写出如下的代码了：

int AddWithoutArithmetic(int num1, int num2)

{

        if(num2 == 0)

                return num1;

        int sum = num1 ^ num2;

        int carry = (num1 & num2) << 1;

        return AddWithoutArithmetic(sum, carry);

}

                之前我的系列博客中有这么一道题，求1+2+…+n，要求不能使用乘除法、for、while、if、else、switch、case等关键字以及条件判断语句（A?B:C）。刚兴趣的读者，可以到<http://zhedahht.blog.163.com/blog/static/2541117420072915131422/>看看。